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Abstract—Evidence has shown that the use of restricted natural
languages can reduce ambiguities in textual use case specifications
(UCSs). Restricted natural languages often come with specific
editors that support particular use case templates and provide
enforcement of the language’s restrictions. However, whether
restriction enforcement facilitates the definition of UCSs as
compared to an editor without such support is a fundamental
question to answer. To this end, we report results of a controlled
experiment in which we compared two approaches for defining
restricted UCSs: (i) a specific Restricted Use Case Modeling
(RUCM) tool that supports restriction enforcement; and (ii) a
general Office Word UCS template without such enforcement. We
compared both approaches from multiple perspectives including
restriction misuse, understandability, and restrictiveness. Results
show that the restriction misuse rates are generally low, which
indicates the usefulness of the RUCM, independent of the use of
the editors. The results also indicate that the RUCM tool eases
the application of more complex restrictions. We also found that
the participants profited from extensive training prior to the
experiment. The experiment participants further showed their
strong willingness to recommend the RUCM tool to others and
to use it in the future, which was not the case for the Office
Word template.

Index Terms—Use case modeling, restricted natural language,
controlled experiment.

I. INTRODUCTION

Use case modeling is one of the main approaches for
specifying requirements and a number of use case modeling
solutions have been proposed [1]-[3], some of which have also
been implemented as open source and commercial tools [4]—
[6]. As discussed in [7], use case modeling is one of the most
well-applied modeling methods in practice.

A use case modeling solution often consists of use case
diagrams and textual UCSs. Use case diagram notations
have been standardized in the Unified Modeling Language
(UML) [8] in the 1990’s and are therefore implemented
in most of the modeling frameworks (e.g., Papyrus [4],
IBM RSA [5], MagicDraw [6]). However, there is no stan-
dardized solution for describing textual UCSs [9]. Many efforts
have been made in the past to propose different use case tem-
plates [10], [11], to reduce ambiguities of textual UCSs [12],
and to enable automation [13]. One such effort resulted in the

use case modeling solutions Restricted Use Case Modeling
(RUCM) [14], [15] and RUCM for Real-Time (RUCM-RT).
RUCM has been used for education purposes in several
international universities and has also been applied in various
industry domains such as avionics [16].

RUCM is composed of a use case template to structure and
document UCSs, as well as a set of restrictions. These essen-
tially constrain the way users can write and structure UCSs
(on the use of English and applying pre-defined keywords).
The motivation of devising RUCM is to reduce ambiguities
in textual UCSs and to facilitate the automated generation of
downstream artifacts such as analysis models and test cases.
In the past, the RUCM template and restrictions have been
evaluated in terms of their applicability and the capability
of facilitating the generation of UML analysis models via
two controlled experiments conducted at Carleton University,
Canada [14]. Results of the controlled experiments showed
that the RUCM methodology (with its template implemented
as tables in Office Word, named Office Word editor in the rest
of the paper) was easy to apply. The results also showed that
a higher quality of the UML analysis models was achieved
when RUCM models were used as input compared to a non-
restricted use case modeling solution. At the time when these
controlled experiments were conducted, no dedicated tool
support existed for the RUCM methodology, except for the
general Office Word editor.

However, tool support is considered an important factor
in promoting software engineering methodologies in practice,
as well recognized in the software engineering community,
especially in the area of model-based engineering. Therefore,
a dedicated RUCM tool has been developed [17] and applied
in various settings. However, there is still a lack of evidence
showing the usability and applicability of the RUCM tool. We
thus conducted a controlled experiment, reported in this paper,
to test if the RUCM tool helps to enhance the user experience
and applicability of the RUCM methodology and to understand
which aspects of the current RUCM tool could further be
improved. Our controlled experiment involved 41 students,
who received prior training about RUCM in the context of a



compulsory master-level course on Requirements Engineering,
which is part of the software engineering program at the
Johannes Kepler University Linz, Austria. Results revealed
no statistically significant differences between the RUCM
tool and Office Word editor regarding the Misuse rate of
applying the different RUCM restrictions. Still, results indicate
that the RUCM tool eases the application of more complex
restrictions. Our results also show that the participants’ ability
to correctly apply the RUCM restrictions strongly profited
from extensive training prior to the experiment. Overall, the
observation shows that RUCM, in combination with prior
training, is generally easy to apply, yet the participants showed
their strong willingness to recommend the RUCM tool to
others and to use it in the future, which was not the case
for the Office Word editor.

The rest of the paper is organized as follows. Section II
summarizes the background of the RUCM methodology in-
cluding the RUCM restrictions. Section III describes the goals
and research method of the controlled experiment. Section IV
summarizes the results for the investigated research questions.
Section V discusses interesting findings and the threats to
validity of the experiment. In Section VI we discuss the related
work. Finally, we present our conclusions and give an outlook
on future work.

II. BACKGROUND ON RUCM

The Restricted Use Case Modeling (RUCM) methodology
has been proposed by Yue et al. [14], [15] to facilitate the
automated and semi-automated generation of other artifacts
such as UML analysis models [8], executable test cases [18],
and use case scenarios for facilitating requirements inspec-
tions [19]. RUCM provides a use case template alongside 26
restrictions to guide the textual specification of use cases [14].
The approach aims to ease the practical uses, to reduce
ambiguity, and to facilitate automated analyses and generation
of downstream artifacts.

Controlled experiments have been conducted by
Yue et al. [14], [15] to evaluate RUCM in terms of its
ease of use and the quality of manually derived analysis
models. Results showed that RUCM is overall easy to
use and results in significant improvements [14] regarding
the understandability of UCSs compared to the use of a
commonly applied use case template.

A RUCM UCS has one basic flow, which can have one or
more alternative flows. An alternative flow always depends on
a condition occurring in a reference flow, which is either the
basic flow or an alternative flow itself. There are three types
of alternative flows: i) a specific alternative flow refers to a
specific step in the reference flow; ii) a bounded alternative
flow refers to more than one step in the reference flow; and
iii) a global alternative flow (called general alternative flow
in [20]) refers to any step in the reference flow. For specific
and bounded alternative flows, the RFS (Reference Flow Step)
keyword specifies the reference flow step numbers.

The 26 restrictions of RUCM are classified into three
categories: i) 16 restrictions on the use of natural language

(R1-R16); ii) nine restrictions regarding the use of keywords
for specifying control structures (R17-R25); and iii) one
restriction on that each flow of events should have its own
postcondition (R26).

Due to its nature of being a general purpose tool, the Office
Word editor does not provide any RUCM-specific support
beyond the structure of the template as a table, nor does it
enforce any of the RUCM restrictions. The RUCM tool, on
the other hand, enforces certain criteria regarding all nine
keyword restrictions, as well as R2 ("Describe the flow of
events sequentially") and R26 ("Each flow of events should
have its own postcondition"), by informing the users about
detected restriction violations. Specifically, for the keyword
restrictions R17 (INCLUDE <use case name>) and R18
(EXTENDED BY <use case name>), the tool automatically
checks that valid names are specified following the keywords.
When applying the RFS keyword (R19), a template enforces
that the keyword is followed by the name of a reference
flow and step number(s). Regarding R20 (IF-THEN-ELSE-
ELSEIF-ENDIF), the tool requires users to specify conditions
after IF and ELSEIF. To enhance the user experience, the
tool also provides auto-indentation for the inner blocks. The
keyword MEANWHILE (R21) has to connect two sentences,
and a condition should be specified following VALIDATES
THAT (R22). When applying DO-UNTIL (R23), the user
needs to specify a condition following UNTIL and a list
of steps after DO. Again, auto-indentation is provided. The
keyword ABORT (R24) forms a sentence by itself; nothing
else should be added to it. The application of RESUME STEP
(R25) is very similar to RFS: a template enforces to refer to
a step of the same or different flow of events. Whenever one
of these constraints is violated, the tool notifies users with a
warning.

III. EXPERIMENT PLANNING

We adapted the experiment reporting template proposed
in [14]. All key aspects of the experiment are described.

A. Experiment Definition

The overall objective of the controlled experiment was to
evaluate RUCM for defining UCSs with the RUCM tool en-
forcing certain RUCM restrictions (cf. Section II). Specifically,
we used the RUCM tool and compared it to the Office Word
editor not enforcing restrictions. We investigated different as-
pects such as Applicability, Understandability, Restrictiveness,
and Learning Effort. We pursued the overall objective by
exploring the following three goals, as formulated by using
the Goal-Question-Metric template [21]:

Goal 1: Analyze the RUCM tool for the purpose of evalu-
ating its applicability for defining UCSs conforming with the
RUCM restrictions from the point of view of requirements
engineers (in the context of graduate students defining use case
models). For that purpose we used four dependent variables
originally defined in [14] for our experiment: Restriction
Misuse, Understandability, Applicability, and Restrictiveness.



Table 1
EXPERIMENT DESIGN.

Goal Round RQ Task (3 ¥4 hours in total) Group A Group B
Task 1: Answering the Pre-Lab Questionnaire (5 mins) Tool Pre-Lab Q. Word Pre-Lab Q.
Task 2: Setup (reading specifications, opening tool, etc.) (5-10 mins)
Gland G3 1 1,4  Task 3: Specitying UCs (60 mins) CS1 + Tool CS1 + Word
2 Task 4: Answering the Comprehensive Questionnaire (10 mins)
4 Task 5: Answering the Post-Lab Questionnaire (5 mins) Tool Post-Lab Q. Word Post-Lab Q.
Task 1: Answering the Pre-Lab Questionnaire (5 mins) Word Pre-Lab Q. Tool Pre-Lab Q.
Task 2: Setup (reading specifications, opening tool, etc.) (5-10 mins)
Gl and G3 2 1,4  Task 3: Specifying UCs (60 mins) CS2 + Word CS2 + Tool
2 Task 4: Answering the Comprehensive Questionnaire (10 mins)
4 Task 5: Answering the Post-Lab Questionnaire (5 mins) Word Post-Lab Q.  Tool Post-Lab Q.
G2 3 3 Task 6: Comparison Questionnaire (5 mins)

We investigated the impact of using the RUCM tool on these
variables.

Goal 2: Analyze the RUCM tool for the purpose of eval-
uating its perceived applicability from the point of view of
requirements engineers (in the context of graduate students
defining use case models). Specifically, we investigated how
the subjects perceive the applicability of RUCM and its
tool. We defined five dependent variables: Learning Effort,
Ease to Apply, Subjective Usefulness, Willingness to Use, and
Willingness to Recommend.

Goal 3: Analyze the RUCM tool for the purpose of evaluat-
ing the required effort from the point of view of requirements
engineers (in the context of graduate students defining use
case models). In particular, we investigated the time required
to use the RUCM tool using the dependent variable time effort
as well as the perceived effort for learning and understanding
the tool.

For each of the three goals, we defined three independent
variables: Method, with two treatments corresponding to the
use of RUCM_Word and RUCM_Tool; System, i.e., the se-
lected case studies; and Order, i.e., the sequence of using the
two treatments.

B. Context Selection and Experiment Participants

We conducted the experiment during a compulsory master-
level course on Requirements Engineering, which is offered
as part of the Software Engineering master program at the
Johannes Kepler University Linz, Austria. The course covers
the role of requirements in the software life cycle and a variety
of methods for eliciting, analyzing, negotiating, documenting,
and validating requirements. Forty one students registered for
the course in the winter term 2016 and participated in the
experiment.

Before the experiment, the students attended a lecture (by
the first two authors of the paper) explaining the meaning
and use of the 26 RUCM restrictions in the requirements
specification process. As part of the experiment preparation,
the students further had to complete a homework assignment
on two different use case scenarios with the goal of specifying
UCSs conforming to the RUCM restrictions, once using the
RUCM tool and once using the Office Word editor. The scores

of the assignment were used to form two equally strong groups
of the students for the experiment. A more detailed discussion
on how this training influenced the experiment results is given
in Section V.

The experiment was conducted as part of a series of com-
pulsory laboratory exercises during the course. We selected
the two case study systems SmartHome (3 use cases, medium
complexity) and OrderProcessing (2 use cases, higher com-
plexity), as we regarded their domains as easy to understand
by the students. Also, we assumed that the subjects would
be able to finish these specification tasks within a 3-hour
laboratory session. The subjects had no prior knowledge about
the goals of the experiment, the selected case studies, and the
use cases. Moreover, the subjects were aware that the tool was
not developed by the people grading the lecture.

C. Hypotheses Formulation and Research Questions

We formulate hypotheses for each dependent variable of
our research goals and for the two treatments: RUCM_Word,
denoting the use of the RUCM methodology with an Of-
fice Word editor, and RUCM_Tool, denoting the use of the
RUCM methodology with the RUCM tool. For each depen-
dent variable, the null hypothesis (Hp) to be tested is that
there are no significant differences between RUCM_Word and
RUCM_Tool. The alternative hypothesis (H7) for each depen-
dent variable is two-tailed and says that there are significant
differences between RUCM_Tool and RUCM_Word.

Specifically, we investigate the following research questions:

e« RQl1 - Is RUCM_Tool significantly different with
RUCM_Word in terms of enabling the conformance of
the devised RUCM models against the RUCM restric-
tions? (cf. Goal 1)

« RQ2 - Is RUCM_Tool significantly different with
RUCM_Word in terms of facilitating the understand-
ability, applicability, and restrictiveness of the RUCM
restrictions? (cf. Goal 1)

« RQ3 - Is RUCM_Tool significantly different with
RUCM_Word from the subjects’ subjective opinions on
the learning effort, ease to apply, usefulness, willingness
to use, and willingness to recommend? (cf. Goal 2)



¢ RQ4 — Is RUCM_Tool significantly different with
RUCM_Word in terms of required time effort for com-
pleting USCs? (cf. Goal 3)

D. Experiment Design

We used a within-subject experiment design [22], i.e., each
subject was exposed to more than one of the treatments being
tested [23] (in our case two treatments), as opposed to a
between-subject design exposing subjects to a single treatment
only. A within-subject design is especially suited if the number
of subjects is rather low, yet one has to counter possible
carryover effects such as a practice effect by counter-balancing
the order of treatments or by providing extensive practice prior
to administering any treatments [24], which we both ensured
in our experiment design.

The experiment design presented in Table I consists of three
rounds, in which the experiment subjects were divided into
Group A and Group B. Round 1 has five tasks (Task 1 to
Task 5), as shown in the table. Each group was given a treat-
ment (i.e., RUCM_Tool for Group A and RUCM_Word for
Group B) to first solve the SafeHome case study. In Round 2,
the two groups were swapped to work on the different treat-
ment (i.e., RUCM_Word for Group A and RUCM_Tool for
Group B), this time working on the OrderProcessing case
study. In Round 3, all subjects were asked to complete a
comparison questionnaire, which we used to collect subjective
opinions of the participates after having experienced the two
treatments in Round 1 and Round 2.

E. Instrumentation

We used the following experiment instruments for the
different tasks'.

Task 1, Task 2, and Task 5: We designed a pre-lab
questionnaire with seven four-point Likert scale questions to
collect information about the subjects’ prior background on
use case modeling and the RUCM methodology (Task 1).

After that initial assessment, the participants had 10 minutes
to read the experiment guidelines and the specifications of the
case studies. The specification of each case study contains
a short description of the system and its actors, a use case
diagram, as well as an informal description of the events of
the involved use cases. The experiment guidelines describe
the list of documents provided, the tasks to be completed,
and the submission guidelines. For instance, the participants
were asked to write down the time required to complete each
UCS. The guidelines also reminded them to apply the RUCM
restrictions. The subjects also had access to a document sum-
marizing all RUCM restrictions (together with examples and
counterexamples of applying them) for reference throughout
the experiment.

We used a post-lab questionnaire to collect information
about the subjects’ perception about the experiment at the end
of Round 1 and Round 2 (Task 5). For instance, we asked ques-
tions to determine if the students understood the assignment,

IThe complete set of questionnaires is available at http://dx.doi.org/10.5281/
zenodo.1460462.

how they felt when applying the RUCM restrictions using the
two treatments (RUCM_Tool vs. RUCM_Word), if they had
enough time to finish the tasks, and in which step they lost
time in case they could not complete a task.

Task 3: This task required the subjects to document
UCSs by applying RUCM. As input, the participants received
partially filled UCSs complying with the RUCM use case tem-
plate. The UCSs contain descriptions for only the following
fields of the template: Use Case Name, Brief Description,
Primary Actor, Secondary Actor, Dependency, and General-
ization. The rationale was to provide an overview of high-level
requirements (e.g., thanks to the brief description), to ensure
that UCSs were consistent with the use case diagram, and to
let the participants then focus on defining the flows of events
— the most complex part of UCSs most relevant for the RUCM
restrictions.

Task 4: We used the comprehension questionnaire pre-
sented in [14] to capture the participants’ subjective opinions
on the RUCM restrictions. It was designed for the participants
to characterize each restriction according to three measures:
Understandability, Applicability, and Restrictiveness. The first
question is a ’yes/no’ question helping to determine whether
the participants were able to understand each restriction when
performing Task 3. The second question required the par-
ticipants to assess the straightforwardness of applying the
restrictions using a four-point Likert scale. The third statement
measures the perceived restrictiveness of each restriction,
again using a four-point Likert scale.

Task 6: After the subjects had gained experience with
both treatments, i.e., RUCM_Tool and RUCM_Word, we
asked them in Round 3 to complete a comparison question-
naire containing eight four-point Likert scale questions and one
open-ended question on the applicability of the two treatments.
The questionnaire covers the learning effort, the ease of use,
the usefulness for applying the RUCM restrictions as well as
personal preferences and recommendations regarding the use
of the two editors.

F. Evaluation Measurement and Data Collection

Task 3 and Task 4 evaluated each RUCM restriction
based on four measures: Understandability, Applicability,
Restrictiveness (following the definitions in [14]), and Re-
striction Misuse for evaluating both RUCM_Word and
RUCM_Tool. The experiments reported in [14] only evaluated
RUCM_Word. Due to space limitation, please refer to Sec-
tion 3.6.1 of [14] for the definitions of the first three measures.
Restriction Misused will be introduced in Section IV-A. To
evaluate the cost required to apply the two treatments we
measured the Time Effort spent on specifying each UCS (in
minutes).

Task 6 compares the two treatments from the aspects of
Learning Effort, Ease to Apply, Subjective Usefulness, Willing-
ness to Use, and Willingness to Recommend. Recall that these
questions were answered on four-point Likert scales, from 1
(Completely disagree) to 4 (Completely agree).
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Figure 1. Percentage of participants that misused a given restriction at least
once (Restriction Misused) when using RUCM_Tool and RUCM_Word.

IV. EXPERIMENT RESULTS AND ANALYSES

In this section, we report and analyze the results based on
our four research questions. As explained in Section II, the
26 RUCM restrictions are classified into restrictions on the
use of natural language (R1 to R16), restrictions enforcing
the usage of keywords for specifying control structures (R17
to R25), and one restriction enforcing that each flow of
events should have its own postcondition (R26). The RUCM
tool provides syntax-highlighting and auto-completion for the
RUCM keywords. However, the tool does not enforce any
restrictions on the use of natural language except for R2. Our
analyses thus focus on the restrictions R2 as well as R17-R26,
which are enforced by the RUCM tool.

A. Results for RQI

RQ1 aims to answer if RUCM_Tool is significantly different
from RUCM_Word in terms of enabling the conformance of
the devised RUCM models against the RUCM restrictions. To
do so, the participants had to define textual UCSs that conform
to the 26 RUCM restrictions during Task 3 of Round 1 and
Round 2. Each participant had to work on two case studies,
once using RUCM_Word and once using RUCM_Tool (cf.
Table I). To evaluate the participants’ conformance to each
of the 26 RUCM restrictions, we define the boolean metric
Restriction Misused, which indicates if a given participant
misused a particular restriction at least once in a UCS.

Figure 1 shows the Restriction Misused metric for the 11
restrictions enforced by the tool. The two restrictions R21
(MEANWHILE) and R22 (VALIDATES THAT) were never
misused. Especially the results for R22 are interesting, since
this rule had to be applied very often, but has never been
misused due to its simple nature.

R2 ("Describe the flow of events sequentially") and R18
(EXTENDED BY) were misused only by participants us-
ing RUCM_Word. While it is possible in RUCM_Word to
describe the flow of events in any way (e.g., by not using
the tabular layout), RUCM_Tool automatically maintains the
sequence of a flow of events, thus strictly enforcing R2. Even
though R18 was not necessary for defining the UCSs, subjects
using RUCM_Word misused the restriction in a few cases.
RUCM_Tool prevented the users from wrongly applying this
restriction.

All the other restrictions, except for R24 (ABORT), had
lower Restriction Misused results when using RUCM_Tool.
Most of the R24 violations were caused by alternative paths
not properly ended with an ABORT statement. Future versions
of the RUCM tool may enforce that every alternative path has
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Figure 2. Percentage of Understandability=true after round 1 when using
RUCM_Tool and RUCM_Word.

Understandability
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to either end with ABORT (R24) or RESUME STEP (R25)
to further reduce this restriction misuse.

R26, i.e., specifying a postcondition for each flow of events,
is the only restriction that has a Restriction Misuse value above
15%. We believe that these relatively high misuse rates were
caused by the difficulty of eliciting such postconditions when
comparing with eliciting event flow steps. Training on how to
elicit postconditions should be given to users in the future.

While the data reported above shows that on average the
participants made fewer mistakes (average Restriction Misused
of 4.2% using RUCM_Tool, 5.0% using RUCM_Word) there
is no statistically significant difference. We executed Fisher’s
exact test with a = 0.05 based on Hy: RUCM_Tool and
RUCM_Word perform equally in regards to Restriction Misuse
and the alternative hypothesis Hy: RUCM_Word has a statisti-
cally significant different Restriction Misuse than RUCM_Tool,
the null hypothesis Hy could never be rejected.

Among the 26 restrictions, except R12 and R26, all the other
24 restrictions have been misused by less than 15% of all the
participants, 18 of which have even been misused by less than
5% of all the participants. This indicates that the participants,
independently of the used treatment, in general only made
very few to no mistakes, which also explains why there is no
statistically significant difference between both treatments. We
believe that this is a result of the students’ in-depth training
before the experiment. They used both treatments during
a training homework assignment on two use case studies
of similar complexity to those used during this experiment.
Afterwards, they received detailed personal feedback on which
restrictions they applied wrongly.

B. Results for RQ2

RQ2 investigates if RUCM_Tool significantly differs from
RUCM_Word regarding the Understandability, Applicability,
and Restrictiveness of the RUCM restrictions. The participants
answered a comprehensive questionnaire in Task 4 of Round 1
and Round 2 to collect information about these metrics.

The Understandability reflects the subjective opinion of
the participants on the ease of comprehending a particular
restriction. It is rated as either true or false.

We only analyzed Round 1, to avoid bias caused by learning
effects from Round 1 to Round 2 regarding Understandability.
As pointed out in Section III-B we also formed equally
strong groups based on the students’ grades on the homework
assignments, thus avoiding distorted results that may be caused
by unbalanced groups.
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Figure 2 shows the understandability score of Round 1 for
R2 and R17 to R26, i.e., the 11 tool-enforced restrictions.
In general, the understandability after Round 1 can be sum-
marized as well understood. 21 of the 26 restrictions had an
understandability score of over 90%, which again indicates
that the intensive training before the experiment was useful
to the participant. Surprisingly, the average understandability
score was less than 90% only for one of the natural language
domain restrictions, while the average understandability score
was less than 90% for four of the nine RUCM keyword
restrictions. R18 (EXTENDED BY) is the strongest outlier
with regard to understandability. The reason may be that it
was not a focus in the homework assignments before the
experiment and also did not have to be used in the experiment
itself.

Overall, tool support seems to ease the understanding of
some of these restrictions. The average understandability score
was 94.4% when using RUCM_Tool and 90.5% when using
RUCM_Word. Five of the RUCM keyword restrictions had
an understandability score of less than 90% when using
RUCM_Word, while only two of these restrictions scored
lower than that threshold when using RUCM_Tool. For the
11 RUCM restrictions shown in Figure 2, RUCM_Word never
surpassed RUCM_Tool in terms of understandability. Yet, we
could not determine statistically significant differences for any
restriction using Fisher’s exact test (v = 0.05).

Another interesting aspect detected during data analysis is
that the understandability score increased for seven out of nine
RUCM keyword restrictions when Group B switched from
RUCM_Word in Round 1 to RUCM_Tool in Round 2. On
the other hand, none of the understandability scores increased
when Group A switched from RUCM_Tool in Round 1 to
RUCM_Word in Round 2. This supports our assumption that
the tool fosters understanding the RUCM keyword restrictions.

We measure the Applicability on a four-point Likert scale
ranging from 1 (Completely disagree) to 4 (Completely agree).

20 out of 26 restrictions received an applicability rating of
90% or higher (i.e., 90% of the students rated the applicability
of the given restriction with 3 or 4 on the 4-point Likert
scale). The figure shows that the applicability score does not
differ much when using RUCM_Tool compared to when using
RUCM_Word, at least no statistically significant difference can
be detected using Fishers’s exact test (¢ = 0.05). Yet, we
argue that this is again due to the intensive training before
the experiment. The students have already gained knowledge
about how to apply the restrictions in certain situations, and
therefore the treatment did not further affect this applicability

during the experiment.

Interestingly, the applicability scores were on average 5%
higher in the second round, independently if RUCM_Tool or
RUCM_Word was used in Round 1. This indicates some kind
of warm-up effect during Round 1, i.e., the participants needed
some time to get used to RUCM restrictions again.

Restrictiveness is also measured on a four-point Likert
scale from 1 (Completely disagree) to 4 (Completely agree).

As expected, the participants feel more restricted by
RUCM_Tool than by RUCM_Word for all RUCM keyword
restrictions (Figure 4). While the Office Word editor does
not enforce any restrictions, the RUCM tool prevents certain
operations in the first place or informs the user in case of
errors. Nevertheless, only five restrictions had a restriction
rating over 20%, and all were lower than 35%. Also, Fisher’s
exact test (a« = 0.05) does not detect a statistically significant
difference for any of the restrictions.

In Section V we discuss possible reasons for these higher
restriction ratings when using RUCM_Tool. The feedback we
received from the students suggests that the currently used
mechanism to visualize mistakes and syntactical errors in the
tool (a yellow triangle with a white exclamation mark next to
the error message) is one of the main reasons for these scores.
In particular, the tool currently lacks a feature informing users
on how to resolve the reported problem.

C. Results for RQ3

RQ3 investigates if RUCM_Tool is significantly different
with RUCM_Word regarding the subjective opinions on the
learning effort, ease to apply, usefulness, willingness to use,
and willingness to recommend. Data was collected using
the comparison questionnaire from Task 6 in Round 1 and
Round 2, using seven four-point Likert scale questions.

Learning effort: Learnability is an important aspect of
usability [25]. The participants have been asked if it takes
significantly more effort (in terms of time) to learn using the
RUCM tool than the template for the Office Word editor.
About three of four participants (72,5%) disagree with the
statement that the RUCM tool takes more time to learn.
Considering that the participants have years of experience on
how to use the Office Word editor and its table-editing features,
yet had no prior experience before the training assignments on
how to use the RUCM tool, we regard this as a good result,
with possible future improvements further reducing the tool’s
learning curve.
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Figure 4. Percentage of Restrictiveness >= 3 when using RUCM_Tool and
RUCM_Word.
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Figure 5. Rating on Learning Effort, Ease to Apply, Usefulness to Apply
RUCM Restrictions, Use in the Future and Recommend to Others when using
RUCM_Tool and RUCM_Word.

Ease to apply: The ease of use of a tool can greatly affect
its future adoption by users [26]. Therefore, the participants
were asked if they considered the RUCM tool significantly
easier to apply, compared to the Office Word editor template.
87,5% of the participants agreed that the RUCM tool is easier
to use than the Office Word editor. In particular, the automatic
support for editing structural constructs, such as stacked IF-
THEN-ELSE statements, was reported as being helpful in the
tool, while the same task was regarded as tedious in the Office
Word editor due to formatting problems.

Usefulness to apply RUCM restrictions: The third ques-
tion evaluates if the RUCM tool is seen as more useful in terms
of applying the RUCM restrictions, compared to the template
for the Office Word editor. While Section IV-B showed no real
higher applicability rating on a per-restriction basis, 90% of
the participants agreed that the RUCM tool is more useful
for applying RUCM restrictions in general than the Office
Word editor. This indicates that although the participants felt
well applying the RUCM restrictions independently of the
treatment, they preferred using the RUCM tool. As said in the
previous section, this may be due to support for structuring
specific segments, or highlighting certain syntax elements and
restriction violations.

Use in the future: The comparison questionnaire’s fourth
and fifth question ask if the participants plan to use the RUCM
tool or the Office Word editor and its UCS template in the
future. Nearly four-fifths (79.5%) of the participants agreed
to use the RUCM editor in future to define use case models
and specifications, while only one out of ten (10%) of the
participants agreed to use the Office Word editor in future,
again a clear results showing that the participants prefer the
RUCM tool over the tabular Office Word editor.

Recommend to others: Finally, question six and seven
asked the participants if they would suggest the RUCM tool
or the Office Word editor to others in the future. 70% of the
participants agreed to recommend the RUCM tool to others
in the future, while only 12.5% of them agreed to suggest the
Office Word editor and its template. These numbers are similar
to those obtained for the planned future use and again confirm
the positive perception of the RUCM tool by the participants.

D. Results for RO4

We also asked the participants to track the time they took
to finish the UCSs, allowing us to detect if RUCM_Tool
reduces the time needed to complete the UCSs compared to
RUCM_Word.

Unfortunately, the data was inconclusive with regard to this
research question. Figure 6 shows a box plot displaying the
time needed to finish every UCS (excluding participants that
could not finish on time). Looking at the median times, both
treatments took nearly the same amount of time for one use
case, two use cases could be finished around 10% faster using
RUCM_Word, while two use cases were completed around
20% faster using RUCM_Tool. Overall, these numbers give
no clear picture if RUCM_Tool or RUCM_Word is to prefer
with respect to speed.

We gained additional insights from the post-lab question-
naires. The participants indicated if they could not finish a
UCS in time, and also named reasons for not completing it.
The number of participants that were able to finish the exercise
was nearly 50% higher for RUCM_Tool than for RUCM_Word
in case of the Safe Home system. For the Order Processing
system, the number was even 70% higher for participants
using RUCM_Tool compared to RUCM_Word. Those who
couldn’t finish on time were asked if this was due to problems
understanding the used treatment (14% for RUCM_Tool, 22%
for RUCM_Word) or problems applying the used treatment
(19% for RUCM_Tool, 41% for RUCM_Word).

It is further interesting to consider these results together
with the complexity of the use cases and the restriction
misused results. The Order Processing case study contains
two larger use cases, while Safe Home contains three smaller
use cases. The participants using RUCM_Tool finished on
time and made fewer mistakes on larger and complex use
cases than RUCM_Word users. This could be observed, for
example, for complex use cases containing stacked IF-THEN-
ELSE-ELSEIF-ENDIF constructs, which participants reported
as difficult to use in RUCM_Word. We thus expect that tool
support for such constructs will increase overall productivity
and usefulness.

V. DISCUSSION
A. Lessons Learned

Importance of training: The subjects received extensive
training before the experiment for both treatments. They used
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Figure 6. Average Time needed when using RUCM_Tool and RUCM_Word.



RUCM_Tool and RUCM_Word during a training homework
assignment. They also received personal feedback in case they
misused RUCM restrictions. We see clear signs that such
training can have a strong influence in how well RUCM
restrictions are used (i.e., it results in a lower restriction
misuse) and how well the restrictions are accepted by the
participants (e.g., the average applicability ratings are higher).
This view is confirmed by the results of R18, which received
less attention during the training, with a negative impact on
these scores.

Natural language restrictions: Although the students
saw the usefulness in using certain keywords (R17-R25) to
create more structured UCSs, the students expressed doubts
during the training on how putting restrictions on the use of
natural language (R1-R16) would help to improve the quality
of UCSs. Research has already been conducted on how to
derive further artifacts such as analysis models [15] or test
cases [18] from restricted use case models. These results
show that restrictions on the use of natural language are
essential to ease the process of natural language processing
and further analyses. We are confident that training on natural
language restrictions could be greatly enhanced by presenting
tool features for automatically generating downstream artifacts
based on a RUCM UCS.

RUCM editor improvements: During Round 3 partic-
ipants were asked if and how the RUCM_Tool could be
further improved. As part of this, 57% agreed that the RUCM
tool can still be significantly improved. Additionally, they
provided free-text feedback to suggest detailed improvements
for RUCM tool capabilities: As already discussed earlier, many
students suggested to display additional information in case an
error is detected within a UCS. The yellow triangle currently
used to signal an error in a certain line of the UCS seemed
to irritate rather than encourage users. Suggestions regarding
this issue range from simple error messages, as known from
common IDEs, to step-by-step instructions on how to resolve
common types of errors.

To prevent certain common errors, some participants sug-
gested to add additional checks (i.e., making the tool even
more restrictive) or to provide automatic step generation (e.g.,
automatically generating an alternative flow for every VAL-
IDATES THAT sentence). Further, they requested additional
navigation mechanisms (e.g., similar to CTRL + left click in
most IDEs). As last point, the participants suggested keyboard
shortcuts to ease navigation and to facilitate the editing of
UCS.

Many participants complained that the tool is only available
as an Eclipse plug-in and they suggested web-based alterna-
tives. This was surprising given that the Eclipse IDE is widely
used in different courses at their university. In particular,
students criticized the text scaling, the low font resolution
of Eclipse’s user controls, and compatibility problems of the
RUCM plug-in with the versions of Java and Eclipse installed
on their machines.

Role of domain familiarity: Participants indicated in the
Post-Lab questionnaires of Round 1 and Round 2 whether they

had enough time to finish the UCSs. They further provided
explanations in case they could not finish a UCSs. 34.6%
of the participants said that could not finish the SafeHome
system and 60.0% of the participants that could not finish
the OrderProcessing system agreed that they spent too much
time on understanding the respective case study system. This
suggests that familiarity with the use case domain, which is
most of the time the case for requirements engineers in the
industry, may enable users to use RUCM even more efficiently.

B. Threats to validity

The key internal validity threat in our experiment is the
choice of the experiment design. Given that the experiment
was conducted as part of a course, we chose a within-subjects
design after considering all the practical constraints such as
the limited time for the laboratory sessions and the limited
number of students.

Our main conclusion validity threat is about the sample
size based on which we performed our analyses. In total
41 students participated in the experiment. To maximize the
sample size for UCSs, we used two rounds with two different
case studies. In this way, we managed to obtain twice the
observations given the time constraints and limited availability
of the number of students.

In our context, one construct validity threat is related to
the comparison questionnaire, which we used in Round 3.
The comparison questionnaire includes the same questions for
both RUCM_Tool and RUCM_Word. Thus, there was no bias
towards any of the treatments. A second construct validity
threat is related to the use of measures for comparing the two
treatments. In the experiment, we used the same measures
for Understandability, Applicability, and Restrictiveness for
comparing the two treatments and thus there was no bias
introduced during evaluation.

External validity threats are common among controlled ex-
periments, in general, which are related to the generalizability
of the experiment results. We conducted our experiment with
41 participants using two different case studies due to practical
constraints. Nonetheless, replications of the experiment with
additional participants are needed in the future to generalize
the results further. Another external validity threat is due to
the use of students rather than professionals as the participants
of the experiment. However, as studied in [27]-[29], there
were no significant differences between trained students (as it
was in our case) with professionals regarding various software
engineering activities. Therefore, we are confident that this
observation is also applicable to our context, i.e., applying the
RUCM methodology. In other words, using students as the
experiment participants reflects real application contexts, that
is professionals applying the RUCM methodology.

VI. RELATED WORK

We focus our discussion of related work on the following
relevant aspects: use case modeling, empirical evaluations of
use case modeling methodologies, and usability engineering
approaches including Human Computer Interaction (HCI).



A. Use Case Modeling

Since first introduced in 1986 [30], use case modeling
has been widely applied, which later on contributed to the
standardization of the use case diagram notations in UML.
However, there is no a standard way of specifying UCSs.
In the literature, various types of use case templates (e.g.,
Cockburn [10], Jacobson et al. [2], Kruchten [3], Kulak et
al. [31], and Larman [11]) have been proposed to structure and
specify UCSs. In practice, use case modeling often drives the
whole system/software development life cycles. Therefore, use
case models can be used as an input to derive other artifacts
such as analysis models and test cases. Considerable effort
has been spent on this research stream such as Liu [32] and
Somé [13]. The development of RUCM and RUCM based
approaches [14], [15], [18], [33], [34] fall into this category
of research streams. Some effort (e.g., Smialek et al. [12],
Somé [13]) has been also put on proposing restrictions (also
called writing guidelines) for specifying UCSs, as summarized
in Yue et al. [9], to reduce ambiguities and facilitate automa-
tion. Based on the results of the literature review, Yue et al.
proposed the 26 restrictions for RUCM (Section II).

B. Empirical Evaluation of Use Case Modeling Approaches

Various empirical studies have been conducted to evaluate
the impact of applying restriction rules on the quality of UCSs.
For instance, Achour et al. [35] investigated the impact of
the CREWS rules on the completeness and structuredness of
UCSs. The experiment results show that the application of
the rules produced more complete and better structured UCSs.
Furthermore, Phalp et al. [36] conducted an empirical study to
compare two sets of writing rules: the CREWS rules and CR
rules [37] (leaner than the CREWS rules), in terms of seven
quality metrics such as coverage (a use case containing all
the required information). The experiment results show that
the CR rules results in less learning overhead and performs
at least as well as the CREWS rules. A similar experiment
was also conducted by Anda et al. [38] to compare different
sets of guidelines by measuring the resulting UCSs in terms
of their understandability, usefulness, and quality. All these
experiments however evaluated restriction rules as a whole
and none of them evaluated each rule individually.

Two controlled experiments conducted by Yue et al. [14],
[15] to evaluate the impact of the 26 restrictions of RUCM
individually for assessing the impact of applying RUCM on the
understandability of UCSs and the quality of analysis models
manually generated from them. Results of the two experiments
showed that RUCM (with its template realized as tables for
the Office Word editor) was easy to apply and achieved
higher quality UML analysis models when RUCM models
were used as the input, when comparing with a non-restriction
based use case modeling solution. In [39], two recent studies
were reported to assess eight use case templates (including
the RUCM template) from two aspects, i.e., comprehension
and learnability. Their results showed that RUCM’s use case
template is one of the three that have showed significantly

better than the others evaluated during the study in terms of
helping experiment participants to make more correct changes.

We, however, aimed to evaluate, via the controlled experi-
ment reported in this paper, the usability and applicability of
the RUCM tool (which implements the RUCM template and
enforces some restrictions to a certain extent, see Section II
for details), when comparing with the RUCM template given
in the Word editor. We aim to test if the RUCM tool helps to
enhance the user experience and applicability of the RUCM
methodology and to understand which aspects of the current
RUCM editor need to be improved.

C. Usability Engineering and Tool Evaluation

Our work is also related to the evaluation of usability,
i.e., the "capability of the software product to be understood,
learned, used and attractive to the user, when used under
specified conditions" [40], [41]. The field of HCI distinguishes
inspection-based approaches and test-based techniques to us-
ability evaluation [42]: inspection methods aim at improving
the usability of an interface design by checking it against some
standard such as Nielson’s five usability characteristics [43]
or the Cognitive Dimensions framework [44]. For instance,
several software engineering tools have been assessed using
such an inspection-based approach [45]-[47]. However, com-
pared to the tools assessed in these studies, the RUCM editors
used in our experiments have comparably low complexity and
interactivity. Thus, we decided to evaluate RUCM using a test-
based approach directly involving end users. Our aim was to
reveal differences between two editor variants, thus suggesting
an experimental design with questionnaires.

VII. CONCLUSIONS AND FUTURE WORK

Restricted natural languages with specialized tools claim to
facilitate textual use case specifications by reducing ambigu-
ities and facilitating automated generation of other artifacts,
while at the same time maintaining the expressiveness of
such methodologies. However, evidence is needed to support
this claim. Towards this direction, we reported a controlled
experiment, in which we compared a tool dedicated to Re-
stricted Use Case Modeling (RUCM) with a RUCM template
implemented as tables in an Office Word editor. There were
three main findings: first, the usability of the dedicated RUCM
tool needs to be improved to reduce perceived restrictiveness
of the RUCM restrictions. Second, the participants showed
strong willingness to use the RUCM tool and recommend
it to other users in the future. Third, regarding errors, there
were no significant differences between the RUCM tool and
the Word template. Finally, from the results, we observed that
in-depth training eases the application of RUCM, regardless
of the editor. But, the RUCM tool proved more useful for
complex specifications with complex structures and a large
number of sentences. However, further experiments are needed
to confirm this observation. The results of our experiments can
also be used to improve the RUCM tool in the future.
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